Problemas de Recursividad

**Problema 1.**

El factorial de un número entero n ≥0, denotado como n!, se define como =1∗2∗…∗n cuando n ![](data:image/png;base64,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).

Por ejemplo 6! =1∗2∗3∗4∗5∗6=720.

Diseñe una clase con un atributo num que representa un número y un método recursiva para calcular el factorial de ese número.

**Problema 2. .**

Para calcular el máximo común divisor de dos números enteros puedo aplicar el **algoritmo de Euclides**, que consiste en ir restando el más pequeño del más grande hasta que queden dos números iguales, que serán el máximo común divisor de los dos números.

Escribir una clase con MCD con 3 atributos, los dos primeros para los números operandos de la operación máximo común divisor, y el tercero para guardar el resultado. Además, debe considerar un método para calcular recursivamente el máximo común divisor, y otro método que haga uso de este y asigne al atributo resultado lo que devuelve esté método recursivo.

**Problema 3.**

Diseñar un método recursivo tal que dado un vector de números enteros retorne la suma de sus elementos.

Para poder hacer recursividad, usaremos un índice que indique el trozo de vector a sumar en cada llamada. Es decir, el método a diseñar tendrá la forma:

# 1 public int sum(int[] elems, int pos) { 2 ¿? 3 }

Diseñad este método así como el que lo utiliza para calcular la suma de todo el vector. Tened en cuenta cómo hacemos para referirnos a un intervalo dentro de un vector. ¿Qué pasa si el vector está vacío (es decir, cuando elems.length vale cero)?

Usando el método recursivo, implementad el método que lo usa para calcular la suma de todo el vector, es decir:

# 4 public int sum(int[] elems) { 5 return sum(elems, ¿?); 6 }

**Nota**: Podéis considerar dos descomposiciones del vector, una en la que la zona que vais sumando crece de derecha a izquierda y otra en la que lo hace en sentido contrario.

**Problema 4.**

Diseñad un método recursivo que escriba al revés la cadena que se le pasa como parámetro, más un índice que se usará para recorrer la cadena.

Dicho método será de la forma:

# 1 public void printReversed(String text, int index) { 2 ¿? 3 }

Haced dos versiones del mismo, una en la que el índice vaya incrementándose a cada llamada y otra en la éste que vaya

decrementándose. En los dos casos implementad la función que llama a la función recursiva diseñada, es decir:

# 4 public void printReversed(String text) { 5 printReversed(text, ¿?); 6 }

**Nota**: No vale invertir la cadena y luego escribirla.

**Problema 5.**

El ejemplo de la exponenciación mostrado en los apuntes, permite la siguiente descomposición:

* Si b es par, !! =!!∗(! div 2) =!! div 2 !
* Si b es impar, !! =!!∗(! div 2)+1 =!∗ !! div 2!

Acabad de diseñar la solución recursiva que la emplea, implementar la solución en Java y hacer el mismo diagrama de llamadas para el caso de 7!".

**Nota:** Es muy interesante que intentéis resolver un mismo problema de varias maneras y comparéis entre sí las diferentes soluciones.

**Problema 6.**

Ya que estamos, diseñad un método tal que dada una cadena, retorne la cadena invertida (es decir, el primer carácter del resultado será el último de la cadena dada, etc.). Dicho método tendrá la forma:

1. public String invert(String text) {
2. ¿?

# 3 }

Para hacerlo, debéis diseñar otro tal que dado un vector de caracteres, lo invierta. Como los parámetros que son vectores se pasan por referencia, el método invert sobre vectores puede ser de la forma:

# 1 public void invert(char[] textChars) { 2 ¿? 3 }

Para encontrar recursividad deberéis hacer otro método que, además del char[], use uno o más índices sobre el vector.

**Problema 7.**

Diseñad un método tal que, dados dos vectores de enteros, retorne un booleano indicando si son iguales, es decir, si tienen los mismos valores en las mismas posiciones.

Para poder hacerlo recursivamente deberéis, como ya es habitual, hacer otro método que incluya índices para indicar los trozos de subvectores sobre los que se trabaja. Indicad qué llamada se hace al método recursivo para resolver el problema inicial.

**Problema 8.**

Diseñad un método tal que calcule el máximo de un vector **no vacío** de números enteros. De forma similar al problema 4, implementad el método que llama al que habéis definido recursivamente para que se calcule el máximo de todo el vector.

**Problema 9.**

El algoritmo chino de multiplicación. Diseñar un método que multiplique dos números enteros usando las siguientes equivalencias:

! 2∗! ∗(! !"# 2), !" ! !" !"#

!∗!= 2∗! ∗ =

2 2∗! ∗ ! !"# 2+!, !" ! !" !"#$% **Problema 10.**

Dado un vector de números enteros ordenado decrecientemente,

diseñad un método tal que compruebe si el valor de alguno de los elementos del vector coincide con su índice.

Podéis hacer dos versiones:

* una que vaya comprobando elemento a elemento si dicha propiedad se cumple (para esta versión, el método recursivo usará, además del vector, un índice).
* otra que, usando dos índices, sea capaz de descartar a cada llamada la mitad del vector. En ambos casos implementad los métodos que hacen la llamada inicial al que habéis diseñado recursivamente dando valores iniciales a los índices.

**Pista**: podéis pensar qué relación tiene este problema con la búsqueda dicotómica y, si la encontráis, obtendréis la solución.

**Problema 11.**

Un problema parecido al anterior se puede plantear cuando el vector de enteros está ordenado crecientemente y no contiene valores repetidos.

El razonamiento en este caso es más complicado que en el caso anterior (obviamente cuando se intenta hacer la versión que, a cada paso divide la longitud del intervalo donde buscar por la mitad).

**Pista:** la idea de la solución consiste en darse cuenta de que los valores crecen como mínimo tanto como los índices. Esto es cierto porque el vector no contiene elementos repetidos.

**Problema 12.**

La sucesión de Fibonacci viene definida por la siguiente recurrencia:

!!!! = !!+ !!!!

con valores iniciales !! =0 y !! =1.

Diseñad e implementad un método recursivo para calcular el enésimo término de la sucesión y mostrad el árbol de llamadas que se produce al calcular !! con vuestra solución.